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Abstract: Existing implementations of file systems often seem to be made on an ad 
hoc and implicit basis. This paper aims to enhance the organization of files and 
retrieval of files by modifying the traditional hierarchical file system to improve built-
in query support and bulk metadata updates supported at the file system level. We 
introduce tags in a hierarchy of file collections and use links to allow file retrieval 
from multiple paths as files exist in multiple directories simultaneously. By using a 
series of modest changes to the hierarchical file system, we propose a novel Linked 
Tree Tags (LTTs) model. These changes include using multiple tags instead of names, 
collections instead of directories, exposing a query language at the Application 
Programming Interface (API) level, and allowing controlled file links. We assess our 
model's expressive capability and demonstrate that LTTs overcome traditional file 
systems' limits and provide users with the to manage their files easily. 
 
Keywords: File System, classification, hierarchical file system, metadata capabilities, 
linked tree tags.  
 
1. Introduction 
We interact with our computers every day, storing, organizing, and retrieving files. 
These routine tasks are growing more difficult as the quantity of stored files increases, 
thanks in part to increased storage capacity and quick access to data-generating 
mobile applications [1]. We focus on the specific use case in which users save files in 
a file system to which they have access and then want to find and recover these files. 
Someone else created the file [2] [3], or programs are handling a set of files on behalf 
of a person. The most important things are that the user knows that the file they are 
looking for exists, that they remember some of the file's properties and that they have 
direct access to the file system. 
Since the 1970s, hierarchical file systems (HFS) have been accountable for personal 
data management [4], even though the HFS is no longer adequate to successfully 
support the tasks that users have in managing their saved data [5]. It results from the 
number of individually [6] created or downloaded files increasing where users 
commonly cannot recall where those files are stored [7] and how they are titled, so 
support for successful searching is essential. It has been addressed by various 
researchers [8] and in our research in the area of the file systems and metadata (e.g. 
[9] that HFS is a single classification system where files can exist only in one specific 
directory within the hierarchy [10]. Formally, single classification indicates to if an 
entity belongs to two distinct classes c1 and c2 then either c1 ⊂ c2 or c2 ⊂ c1. It can 
cause some problems when a user tries to build a hierarchy of files as directories that 
reveals file properties and supports perceptive search strategies [11]. The problems 
that arise from single-classification file systems are discussed in detail in this paper by 
providing multiple-classification solutions [12]. It is noted that to overcome or 
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alleviate the deficiencies of hierarchical (tree) file system structures, POSIX-
compliant operating systems provide both symbolic and hard links [13]. Symbolic 
links are particular files that contain a reference to another file or directory. Whenever 
the destination specified by the link is moved [14], renamed, or deleted, the link is not 
updated; instead, it refers to something that no longer exists [15]. Other problems with 
links, including hard links, have been described in previous papers [16]. To 
summarise, the introduction of links does not sufficiently address classic file system 
single categorization difficulties [17]. Other methods for bypassing HFS restrictions 
have been described. Some of these recommendations were based on a thorough 
collection of file metadata rather than a hierarchical directory structure [18]. These 
recommendations are meant to replace the HFS. Another method for dealing with 
HFS constraints is to build additional functionality on top of the existing file system. 
Many comparable strategies have evolved [19], and in previous work [20], we 
grouped models and applications depending on the primary strategy they employ. 
However, each approach has limitations [21] that prohibit considering them as a 
solution to the HFS problems in this paper [22]. 
We seek to strike a compromise between the HFS replacement and HFS add-on 
methods in this study. We propose a minor modification to HFS semantics that adds 
tagging to the core file system structure while retaining the familiar and beneficial 
hierarchical container structure of traditional file systems [23][27][28]. Because of the 
similarity in behavior, introducing such a system as a replacement for a purely 
hierarchical file system would be simple, but more importantly, it would provide a 
uniform API that could be used to build richer generic user interfaces that could 
leverage the enhanced metadata structures to better support user file management 
activities [29][30]. The issues associated with traditional hierarchical file systems in 
terms of adequately solving file management and search [31][32] inspired this work. 
Section 2 evaluated the aforementioned challenges, and Section 3 defined the needed 
services and fundamental physical entities that would be employed in the suggested 
model. The key contribution of this study is the innovative model known as LTTs, 
which is discussed in Section 4. Section 5 reviews the suggested model in terms of 
addressing HFS constraints as well as compared to other solutions; we compare our 
proposed model to other prior models and demonstrate the differences and benefits of 
our proposed model. 
 
2. Problems and Contributions 
A. Problems  
In the traditional hierarchical file system model, files are stored in directories. HFSs 
make it possible for individuals to create their classification schemes. Classification is 
a natural human activity that seeks to manage and understand complexity by 
recursively grouping classes of entities (e.g., files or plants that share common 
properties) [24] into subclasses (figure 1). Associated entities inherit more properties 
as the classification tree descends, and there are fewer members of the subclass [25]. 
Iteratively, the searcher in a reasonably well-organized file system instance descends 
the directory (classification) tree [26], choosing one new directory from each child 
node of the current directory (which should reflect the categorical relationship it has 
with its parent and siblings). Each step reduces the search space until a relatively 
small selection of files is presented for selection. One of the reasons for their 
longevity is the support provided by HFSs to organize files in directories and facilitate 
iterative, navigational searches. Even though simple hierarchical directories may have 
been sufficient decades ago, today’s ever-growing amount of data means that HFSs 



are unable to meet the organizational and retrieval needs of modern users. We 
discussed the problems of HFS in this context in our previous paper [2]. These issues 
are summarised in the following paragraphs. 

 
 Figure 1. Alternative classification hierarchies 
 
Problem 1: Artificial hierarchies 
It is typical to find that file attributes do not naturally establish subclass connections, 
resulting in the formation of artificial hierarchies. Assume a user possesses files 
connected with university courses on his or her computer, and these files include at 
least two characteristics "course code" and "year of offer," although either of the 
hierarchies presented in Figure 1 can be used to organize course files. The first 
hierarchy includes the course code, followed by the year, or the second option on the 
year might be used to categorize course files. 
Problem 2: Classification 
It is common for items to belong to more than one sub-tree in a hierarchy. Suppose 
the hypothetical course files presented above are arranged by year, then by course. In 
that case, how would you place the file that is to be included in both of the courses? 
There are three options: place the files in one directory, keep duplicate copies (Figure 
2), or keep one copy and place a hard or soft link to it in the sibling course directory. 
All of these solutions are neither practical nor efficient.   
 

 
Figure 2. Multiple classification choices 

 



 
Figure 3. Adding metadata to a hierarchy 

 
Problem 3: Problematic Pruning 
Because of the classification problem (above), users are unable to find the files they 
are looking for when orienting themselves through an imperfect classification 
hierarchy. Therefore, in the search tree, a seeker will not be able to find the file if they 
orient themselves the wrong way. 
Problem 4: Metadata management 
IHFSs have inefficient bulk metadata updates (figure 3). For example, if a user plans 
to add or remove metadata, usually due to the need to update the classification, it 
usually involves a sequence of nontrivial directory creation, deletion, and renaming 
operations in the correct sequence. 
Problem 5: Native query support 
Conventional file system APIs (e.g., POSIX [15]) have limited query capabilities: you 
can find a single file by typing its name (e.g., stat, open) or open and read a single 
directory (opendir, readdir, scandir). Although this limited query capability supports 
an orienteering style of search, it does not support file system-wide queries such as 
those provided by the special purpose applications that are layered on top of the file 
system. Users would be able to identify the structure of their existing file system 
instance using a general, powerful query tool and therefore be helped spot errors in 
classification (and correct them). 
B. Contributions 
We have made the following significant contributions to this paper.  

• Proposed LTTs would add to the traditional hierarchical file system by using 
tags and links as tools to deal with the issues that were mentioned above for 
the existing file system.  

• They would also add more features that can be used by users and include a 
query language in the File System API level to make it easy to find files. 

 
3. Framework  
In the following section, we will describe the set of functions exposed at the 
programming level API of LTTs. From the description, we exclude user-level file 
system operations provided by applications that layer above the file system API. In 
addition, we will only present parts of the API that deal with the file management 
system’s organization. Operations such as file content manipulation and file 
management system privileges and protections are not handled. We will compare our 
approach to other research proposals, including those that also use tags in Section 5. 
Our suggested system will provide three different types of services: 



1. The process of creating a file and its related information. In addition to 
the ability to connect a file in several paths at the same time, without the 
hassles and constraints of current HFS linkages. 

2. Identifying files 
• The ability to look up or find a single file using a metadata standard. It 

is necessary for a file's 'open' operation. The file system metadata must 
be regulated to ensure that each file has a unique metadata definition. 

• A query service that provides a collection of files that fulfill the class 
membership criteria. At the very least, this would imply revealing the 
contents of a file collection, such as a directory. We expand this 
concept, however, to a general file system query. These actions are 
crucial in the creation of file system user interfaces.             

3. Modifying files’ Metadata 
• Update an item of metadata for a single file, for instance to change a 

name, a tag or its link. 
• Reorganize a selected group of files by systematically applying 

possibly complex changes to those files’ metadata, thereby potentially 
reclassifying the files. 

Tags, files, linkages, and groups of files are the most fundamental physical elements 
in the proposed file system. These are specified here: along with the associated 
metadata-based route and query ideas. 
   A tag is a metadata item attached to a collection or a file. Conceptually it is a text 
string that is unlimited in length. To some extent, it is a generalization of the name 
that is associated with traditional HFS files and directories. 
  A file is a sequence of bits (or maybe a larger atomic data unit) that is stored in the 
file system. It has a unique system identifier. The logical organization of the file 
system is unrelated to file content. Files are simply represented within these structures 
by the system identifier. So, in the following, the word “file” can usually be 
interpreted as synonymous with “file identifier”. A file may have associated tags. 
  A link can be defined as special entries that enable multiple references to files and 
thus, the use of multiple file and path names. The link in our proposal file system will 
be like the links in the current file systems but without the mentioned limitation 
(unidirectional) in Section 1. So, the proposed links are bidirectional as will be shown 
in Section 5. 
   A collection is a file container. From a logical view, it is an object that has some 
unique system identifier; each collection is associated with zero or more files (file 
identifiers). 
   A path is a sequence of collections such that each member is a child of the 
preceding collection. It is the route from the tree root to a collection, and so 
unambiguously identifies a collection. Every collection can be uniquely identified by 
a path. A file path is the combination of a (collection) path together with the identified 
file within that collection. File system users navigate [18] paths to find files. 
   A query specifies a search criterion in terms of collection and file metadata (tags). 
Evaluating a query returns a set of zero or more files that may reside in many 
different collections. The file system query is a key divergence from traditional HFS 
APIs. While the functionality offered by a file system query can be duplicated by a 
client program of a traditional HFS, it will likely suffer from poor efficiency due to 
the need for repeated file system calls. A lack of integration with other components of 
the file system will also make this approach less effective.  
 



4. The LTTs Model 
In conventional file systems, such as ext2 or NTFS, directories are organized 
hierarchically. However, the hierarchy is only determined by the implementation 
choices made. Directory structures are usually almost indistinguishable from regular 
files, at least on a low level. We take a different approach to formalizing the data 
model for our proposed system, where the hierarchy of collections is completely 
separate from the set of files associated with each collection. The critical aspect of 
these approaches is, however, their isomorphisms. We add links so the files can at the 
same time connect to more than one collection without any deficiencies as in the 
current file systems. We also use tags instead of names for files and directories in our 
system. During the data model section, we will expose the reason why. Our model 
differs from traditional file systems in that it includes a query language that is an 
integral (but separate) part of its API. The following is a formal description (in Ƶ 
notation) of the initial data model and its associated operations. 
 
A. Data Models 
The collection is organized in a hierarchical (tree) manner. Collections can contain 
sub-collections, which are also known as sub-collections. The terms parent and child 
naturally describe the relationship. A collection may have associated tags and it may 
have links to any other collections. Every file in the collection is assumed to inherit 
this tag, as well as any tags associated with ancestor collections. All files in a 
collection have been placed there because they share some semantic properties (e.g. 
all these files are associated with a particular project). The files can be linked to other 
collections by bi-directional links. A file in a collection can be connected with a set of 
tags that are directly related to the file. The file inherits from the contained collection, 
and the file path is its parent. The main semantic distinction is that an atomic action 
that affects a collection tag broadcasts to all files in that collection, whereas a file tag 
affects only one file. 
 
1.Hierarchy 
   H:cid⇸ cid ∪ { τ } where 

• cid is the type of collection identifiers. Note in the hierarchy, we use cid 
instead of tag. This is to prevent involving the hierarchy in some operations 
that are not needed such as changing the tags value, which does not need to 
change the hierarchy. In other words, if we consider ctag, the hierarchy will be 
changed with every operation. 

• H describes a tree of collection identifiers with root τ. 
• H (s ) is the parent of s. 
• Initial value : H=∅. 
• Constraint:  ∀𝑠𝑠 ∈ 𝑑𝑑𝑑𝑑𝑑𝑑 𝐻𝐻 • (𝑠𝑠, 𝜏𝜏) ∈ 𝐻𝐻+ 

All collection identifiers are part of a single rooted tree. This constraint also 
precludes cycles. 

 
2. Collection tags 
    S : cid ∪ { τ } ⇸ ℙctag   
where 

• ctag is the type of collection tags. By allowing to have more that one 
attached tag with collection, this might provide many options (flexibility) to 
locate the collection. 

• The collection tag for τ is the distinguished value root. 



• Initial value: S={ τ ↦ root } 
• Constraint:  

∀ (i,p), (j,q) ∈ H • p=q ∧ i≠j ⇔S(i) ≠ S(j) 
 
The collection tags of collection identifiers with the same parent must be 
distinct; collection tags are unique within collections. 
 

3. Files 
F : cid⇸ (id ⇸ℙ ftag) 
•  Files are grouped in collections; each collection is identified by a collection 

identifier. 
•  Each file is a bidirectional mapping between file tag (type ftag ) and a physical 

identifier (type id ). 
• Initial value: F=∅  
•  ∃ (s1,f1),(s2,f2)∈ F • s1≠s2 ∧ dom  f1 ∩ dom f2 ≠ ∅ . 

 
A physical file may exist in more than one collection by file links. 

 
4. Collection path  

   The following two functions are derived from H and S. 
The path function D : cid ⇸ seq cid . 
The path function  P : cid ⇸ seq ℙ ctag  is now a sequence of tag sets. 
P(s) = {n:ℕ; id : cid | (n,id)∈ D(s) • (n,S(id))} 
   The formal definition for P describes a collection path as a sequence of sets of 
tags. Figure4 shows abstract syntax for paths where multiple tags exist for both 
collections and files. Note that, while P defines paths that include all tags 
associated with collections, in any given instance of a file system it may be 
possible that a path specification with fewer tags per object will still identify a 
single file. That is, a single object may be identified by more than one path 
specification. 

   Using fully populated path specifications can be useful however: if an object has 
been created with fully specified path p, and if the tags associated with the objects in 
p are not subsequently modified, that file can always be located (opened) using path 
p. 
 

 
                         Figure 4. LTTs path syntax 

 
B. LTTs Operations 
This model allows the following function calls. Naturally, any interface built upon the 
API may have different operations that translate to these functions. 
1. CrCollection (tags, parentPath) Create a new collection: To complete this 
operation, the precondition is to provide the input parameters which are new collection 
(tags) and the parent: the path sequence of collections from the root node to a target 
collection. First the parent parameter is checked where it must exist and then the tag 



parameter is checked where it must not exist within the parent collection. For instance, 
we want to add a new collection {068C,ref materials} within 2021 collection. 
CrCollection({068C ,ref materials },2021/) 

 
2. DelCollection(tags,parentPath) Delete a collection: The precondition to completing 
this operation is that the target collection tag must exist in the parent collection. In 
addition, the collection must be empty which means that all its sub-collections and files 
have already been deleted (no sub-collection and files at all). Note that we can locate 
the collection by providing a subset of the collection tags which must uniquely identify 
the collection. For instance, we want to delete {068C, ref materials} to do this by 
providing the {068C, ref materials}, 068C, or ref materials as long as they uniquely 
identify the collection. 
3. UpCollection (operation, path, NewValue) Update a collection: the updating refers 
to change the tag value or the path of the particular collection. The input parameters are 
an operation that refers to the type of function call whether it is “move” the collection 
(changing its location) or, “add”, “delete” -changing the set of associated collection 
tags where in this model rename operation will be expressed by deleting the old one 
and then adding the new one; old value always refers to the path (whether the operation 
move, add, or delete as the location of the collection needed in all these operations); 
and new value means the new path (location) if the operation is “move” while it is the 
new tag value if the operation is “add” or without value if it is “delete”. The old and 
new values will be checked where the old value must exist and the new one must not 
exist and it will not affect the local uniqueness of the collection. This function means 
that all the sub-collections and files underneath this collection will be immediately 
changed as well. 
4. CrFile (ftags, parentPath) create a new file: the input parameters of this operation 
are a tag/set of tags and collection path where the file will be. The operation 
preconditions are that the file does not exist and the new tag (set/subset of tags) must be 
locally unique. For example CrFile({assignment1, answer1},CS /). id returns form this 
operation. 
5. DelFile(ftags,parentPath) refers to deleting a file from a collection with the 
precondition that the file exists with providing its tags or part of tags which uniquely 
identifies the file and its collection as well. 
6. UpFile(operation,path,value) Update File: changing a tag value or the path of a 
specific file with a precondition that it must not affect the uniqueness of the files within 
its collection. This can be done by providing the input parameters that are: operation 
that means the type of this function call which is either “move”, “add”, “delete” tags as 
the files in this model may have set of associated tags, rename operation will be 
expressed by deleting the old one and then add the new one; old value always refers to 
path (whether the operation move or rename as the location of the collection needed in 
both operations); and new value means new path (location) if the operation is “move” 
while it is the new tag value if the operation is “rename” The old and new values will 
be checked where the old value has to exist and the new one must not exist and it will 
not affect the local uniqueness of the file within the collection. 
7. CrFileLink(filePath,parentPath) Create a new file link: this means associating 
existing file to another collection, so the file will exist in more than one collection at 
the same time. This requires that the file and the parent exist and the file must not exist 
in this parent. 



8. DelFlileLink (filePath) Delete a file link: refers to delete one possible path by 
deleting one membership of file with a collection. To complete this operation all we 
need the file which must exist and the file must exist in another collection. 
9. UpFileLink(oldFilePath,parentPath) Update File: This operation to change a file 
link. It refers to two operations deleting the old link and then follow by creating the 
new link. The preconditions to complete this operation are as the previous operations 
(CrFileLink (oldFilePath,parentPath)and DelFileLink (oldFilePath ) 

 
C. LTTs Queries 
LTTs model adds a query language to the file system API as mentioned early. The 
query language for LTTs is shown in Figure 5. The main LTT features that set it apart 
from the traditional Hierarchical File System are adding a query language to the file 
system API, and allowing collections & files to have multi-tags attached. These 
features add more expressive for LTT file system organizations in that the presence of 
multiple tags at both collection and file-level support the disjunctive conditions at 
both levels.  

 
Figure 5. LTTs model query language 

 
For example, the query CS2∧CS3/ identifies all collections that have tags ‘CS2’ and 
‘CS3’ and will return all files recursive located within those collections that have both 
tags. On the other hand, the query CS2∨CS3/ identifies all collections that have tags 
‘CS2’ or ‘CS3’ and will return all files recursively located within those collections 
that have either CS2 or CS3. In addition, the query language shows that it can re-find 
files using different paths because of adding links to the data model. Allowing file 
links facilitates re-find files and collections through links as highlighted.  
Furthermore, the query language shows that it can re-find files using different paths 
because of adding links to the data model. For example the query CS2∧CS3/ 
identifies all collections that have tags “CS2” and “CS3” and will return all files 
recursive located within those collections. Complex queries that has both ∨ and ∧ are 
also possible. Complex queries like the following are possible.  
courses/2021/CS2∨CS3/assignment∨exam 
courses/2021/CS2∧CS3/reference 
courses/2021/CS20∧CS21/reference∧¬Git 
Concrete query syntax would require addition of parentheses to resolve operator 
precedence in cases like courses/2021/CS2/(assignment∨exam)∧results but has been 
elided here for simplicity. 
 
5. LTTs Evaluation  
 
Firstly, we will expose why is a better solution model. This model supports metadata 
management better than just tree-based models and rooted graph models (such as 
VennFS [1]) in terms of the following reason: 
 



• Simplicity: In rooted graph (VennFS), to add or remove a tag, usually because 
the classification needs to be modified to better reflect reality, it often requires 
creating a new collection which links to other collections that the files have to 
belong to. This means that to solve the problem of collections’ links, many 
operations should be done while with LTTs this problem can be solved in just 
one operation by linking the file with a collection that reflects the new 
classification desired. 
 

• Another reason is that in the rooted graph model, the new collection created 
will be unknown; which tag should be given? So, the updating operation will 
not easy as the LTTs updating operation. Secondly, we will show how LTTs 
solve the HFS problems. The LTTs file system structure provides a solution to 
the problems detailed in Section 2. The provision of multiple tags for a 
collection (file container) and files allows multiple classification schemes. 
Figures 6 and 7 show how LTTs solve problems 1 (Artificial hierarchies) and 
2 (Classification). More visible collection tags can better inform the 
orienteering style of search that descends a tree to locate a file (Problem 3 
(Problematic Pruning)). LTTs model also supports multi-classification by file 
links. This means that files can exist in more than one collection and multi-
tags attached for both collections and files. Based on both file links and the set 
of tags for collections and files, this model has the ability to provide most of 
the users requirements by allowing to use ∧,∨,¬ to retrieve files where it can 
be used as a complex query. The links in the model support metadata 
management by reducing the number of operations required to update a file. 
Multi-tags also shows support metadata management. As LTTs has both links 
and multi-tags, it will be more powerful model in terms of solving the HFS 
and reducing the required operations that users have to do for updating their 
files. 

                                        
Figure 6. Collections with multiple tags 

 
Figure 7. Supporting multiple classifications 

 
Finally, the LTTs model meets most of the metadata management criteria. The ease of 
tag manipulation supports associating more relevant metadata with groups of files 
(Problem 4 (Metadata management)). 



 
6. Conclusions and Future Work 
 
 
The HFS is ubiquitous and used in operating systems old and new. Over the years, 
there have been many attempts to define new file and add-on applications that offer 
much-improved metadata capabilities. The proposed model was motivated by the fact 
that users of these systems struggle with both properly organizing files and simply 
relocating them in the future. Researchers have looked at many elements of post-
hierarchical file management systems to solve the well-documented drawbacks of 
conventional systems. In some cases, work has resulted in significantly different file 
system architectures, while in others new functionality is added via user-space 
applications on top of traditional architectures. Separately, some proposals prefer tags, 
whereas others prefer named attribute-value pairs. In this paper, we discussed the 
details of a file management system structure called LTTs that can reuse tags and 
links without the disadvantages that exist with traditional HFS links, which refer to 
linking files simultaneously in different paths. We showed that LTTs resolve the 
identified HFS problems. Expanding on the current work will take two main 
directions. We have evaluated the LTT model from a practical standpoint. Developing 
a proof-of-concept implementation requires key decisions on data structures and 
algorithms; comparing the software with traditional file systems requires the creation 
of a metadata-oriented benchmark that could also be used to measure the efficacy of 
other novel file systems. However, perhaps of greater importance is the possibility of 
designing user interfaces that can take advantage of the LTTs file system’s rich 
metadata schema and query API. Second, future research should look at alternative 
models that can solve HFS problems by using attributes instead of tags and examine 
how they differ in terms of how they solve the problems and whether or not they add 
complexity for the end-user. 
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